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J'ai mené plusieurs petits projets Python (modules, sites Django, application Qt, …). 

Ayant pas mal appris au cours du temps, je me rends bien compte qu'ils comportent de gros défauts de mise en forme (packaging, tests, doc, …). 

De plus, je me rends aussi compte qu'il y a pas mal de choses répétitives (surtout dans un projet Django).


Je me suis donc lancé dans un projet permettant de créer un template de projet Python qui soit suffisamment complet.

L'idée est de fournir un petit utilitaire en ligne de commande qui demande quelques infos de base (du genre : nom du projet, licence, url, …) et le type (interface Qt, interface ligne de commande, site Django, …), et qui s'en sert pour créer la structure de base. Le résultat obtenu ne permettra sûrement pas de faire tout ce qu'on veut par défaut, mais ce n'est pas trop grave.


Voici la structure que je veux obtenir pour le nouveau projet :


  MonNomDeProjet/ 
   +-- monmodule/
   |    +-- data/
   |    +-- submodule/
   |    |    +-- __init__.py
   |    |    +-- submain.py
   |    +-- __init__.py
   |    +-- main.py
   +-- doc/
   |    +-- source/
   |    |    +-- api/
   |    |         +-- submodule/
   |    |         |    +-- submain.rst
   |    |         +-- index.rst
   |    |         +-- main.rst
   |    |         +-- submodule.rst
   |    |    +-- conf.py
   |    |    +-- index.rst
   |    |    +-- install.rst
   |    +-- build/
   |    +-- Makefile
   |    +-- make.bat
   +-- tests/
   |    +-- __init__.py
   |    +-- runall.py
   +-- README.txt
   +-- setup.py
   +-- CHANGELOG.txt



Le fichier monmodule/__init__.py exporte un certain nombre d'infos classiques (__author__, …) et un peu moins classiques (le nom du main à appeler par un script en ligne de commande, celui à appeler par l'application graphique, etc.


Accessoirement, le setup.py créé doit fournir un certain nombre d'utilitaires et de commandes :

 - génération des « binaires » appelés directement par l'utilisateur (qui se contente en fait d'appeler le main).

 - toutes les infos nécessaires pour une intégration minimale au bureau (fichier .desktop, associations de fichiers, …)

 - lancement des tests

 - vérification de la qualité de code

 - génération du sous-dossier doc/source/api (pour lister les modules codés)

 - création de la doc

 - lister les dépendances

 - génération des paquets .tar.gz, .deb, .rpm, mais aussi Windows et OS X


Comme je suis un gros flemmard, je veux coder le moins possible, naturellement :p

Donc :

 - j'écris cette structure une fois, et je transforme le tout en templates jinja2

- qualité du code -> pylint

- génération de la doc -> sphinx

- liste des dépendances -> snake-food

- tests unitaires -> unitests ?

- génération des paquets -> py2app, py2exe, bdist_deb, bdist_rpm, …


Je pense que je ferai également un main basique, avec l'utilisation d'optargs et d'un fichier de configuration par utilisateur si on fait un utilitaire en ligne de commande, et une application Qt vide, mais propre.

J'ajouterai peut-être aussi une commande commit (qui fait un svn st pour voir s'il manque des fichiers, ajoute le message au changelog, et fait le svn ci) et une commande update (bon, ok, faudrait faire la même chose pour d'autres systèmes de versionning, mais plus tard).


Et si ça intéresse du monde, j'essaierai de le mettre sur GitHub :-) Même si en soi, ça n'a rien de sorcier à faire…


J'aimerais tout de même avoir des avis éclairés sur ce qui est mal pensé ou ce qui pourrait manquer.

Si vous avez des idées…
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