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Sparse est, comme Git et Linux, un bébé de Linus Torvalds qui a commencé à l'écrire en 2003.


Ce logiciel est un analyseur statique de code et il a pour but de détecter les bugs éventuels du noyau Linux, notamment les erreurs portant sur les types des variables.


Linus avait transmis le contrôle de Sparse à Josh Triplett en 2006 mais, après une grosse version 0.4 en septembre 2007 et une petite version de correction 0.4.1 en novembre 2007, le projet s'était gentiment endormi. Plus aucune version pendant presque deux ans... jusqu'au 16 octobre dernier !
Après Josh Triplett (qui a ajouté dans Sparse des vérifications des primitives de read-copy-update), c'est maintenant Christopher Li qui est le nouveau mainteneur de Sparse et cette transmission du flambeau s'est donc accompagnée de la sortie de la version 0.4.2.





Pour utiliser Sparse, il faut lancer une commande de type make C=1 quand on compile son noyau. Cette commande va lancer Sparse et examiner tous les fichiers sources en C pour détecter les erreurs. Bien entendu, si le développeur s'intéresse à une classe particulière d'erreurs, il peut passer une option à Sparse pour lui dire d'afficher les warnings sur ce type d'erreurs. Ainsi l'option -Wdo-while affiche les alertes concernant les boucles de type do..while.


Sparse fonctionne à l'aide d'annotations spéciales qui sont ajoutées dans les codes sources par les développeurs du noyau. Ainsi, pour se prémunir des erreurs portant sur l'endianness (ou le "boutisme") de l'ordre des octets on peut ajouter des annotations spécifiques. Un entier non signé pourra avoir l'annotation __be32 pour signifier qu'il est de type big endian 32 bits. Sparse s'occupera alors de vérifier que du code noyau n'essaye pas de mélanger, quelque part, cette variable avec un autre type, etc.


On peut également utiliser l'annotation __user pour indiquer un pointeur mémoire de l'espace utilisateur (user-space pointers). Cette annotation est ignorée par le compilateur GCC (qui définit __user comme une chaîne vide) alors que Sparse s'en sert pour marquer le pointeur comme relevant de l'espace utilisateur et comme étant interdit de déréferencer. Plus de confusion entre les pointeurs et plus d'erreurs de déréférencement des pointeurs user-space !


Sparse permet ainsi de vérifier les pointeurs mémoires, les opérations de lock/unlock, les opérations sur les bits, les troncatures lors des changements de type, les déréférencements de pointeurs nuls et une multitude d'autres problèmes potentiels (voir la page de man).





La version 0.4.2 de Sparse, la première depuis près de deux ans, incorpore beaucoup d'améliorations extrêmement techniques car le logiciel lui-même est un outil très spécialisé à la disposition des kernel hackers. 


Un œil non averti peut tout de même remarquer l'annonce de la compatibilité avec l'architecture Sparc64, la prise en charge préliminaire d'OpenBSD, la compatibilité avec l'option de sécurité FORTIFY_SOURCE, un nettoyage des warnings et une réduction des faux positifs, la gestion de la technique de programmation Thread-local storage, une meilleure compatibilité avec les options récentes de GCC, etc.





Cette hyper-spécialisation et cette technicité de la liste des nouveautés expliquent la relative obscurité de Sparse, même s'il est assez étonnant que le monde du libre ne consacre pas plus d'efforts et de publicité à cet outil très puissant. En ce qui concerne la concurrence libre, les outils qui se rapprochent le plus de Sparse sont :	Splint (dérivé de l'antique Lint) qui fonctionne lui-aussi avec des annotations. Cette technique nécessite donc une adaptation du code source pour laquelle il faudrait atteindre une masse critique de développeurs désireux de faire ce travail. Le projet, au vu des commits, semble complètement mort.






	Clang qui est le frontal d'analyse de code du compilateur modulaire LLVM. Bien entendu qui dit analyse de code dit possibilité de détection d'erreurs. Une fonction d'analyse statique et de rapport d'erreurs est donc disponible quand on utilise Clang. On peut également utiliser des annotations dans le code source avec Clang, mais là aussi il faut faire un travail d'adaptation. À ce sujet il faut noter que comme LLVM/Clang est largement financé (et donc indirectement contrôlé) par Apple, il existe beaucoup d'annotations qui sont spécifiques à MacOS X.

Dans le monde propriétaire, l'analyseur statique le plus connu est celui de la société Coverity qui est issu du projet académique Stanford Checker. Coverity est notamment financé par le département américain de la sécurité intérieure pour détecter les bugs de plusieurs projets open source (Linux, FreeBSD, Postfix, Python, Samba, etc). Les résultats ne sont pas publics puisqu'ils ne sont diffusés qu'aux développeurs enregistrés, mais il existe une page qui donne le taux de bugs moyen par projet (au potentiel assez trollifère donc).





On voit donc que, au moins dans le monde du libre, la voie est relativement dégagée pour Sparse qui pourrait peut-être devenir l'outil d'analyse statique libre de référence.


Sur la liste de diffusion du noyau on voit souvent passer des patchs ajoutant ces annotations spécifiques à Sparse. Son utilisation est également listée parmi les actions obligatoires à dérouler avant de soumettre un nouveau patch pour le noyau (point 9 de la liste officielle SubmitChecklist).


Si Sparse n'est actuellement utilisé que par le noyau Linux, cette situation n'a rien d'inéluctable et des logiciels en espace utilisateur pourraient également en faire un usage précieux. Certes le projet se restreint au code C, mais il existe de nombreux projets libres dans ce langage et ces derniers pourraient commencer à utiliser les annotations de Sparse afin de profiter de ses avantages en terme de fiabilité et de sécurité.


Bien entendu, Sparse n'atteindra sans doute jamais la popularité de Linux ou même de Git. Contrairement au célèbre noyau libre, c'est un outil réservé au développeurs et, contrairement au célèbre gestionnaire de version décentralisé, c'est un outil très spécialisé... mais Linus peut quand même être fier de son rejeton !





PS : À noter que, contrairement à Linux et Git qui sont sous GPLv2, Linus a choisi la licence Open Software License pour Sparse. Cela est sans doute dû au fait que Linus travaillait à l'époque pour l'entreprise Transmeta  comme le prouve l'attribution de copyright du code original. Bien entendu la licence OSL est libre (et même copyleft) au sens de la Free Software Foundation mais il faut noter que la licence OSL incorpore une clause de terminaison des droits en cas d'attaque judiciaire basée sur un brevet logiciel.


Cette clause est considérée comme non compatible avec les DFSG (Debian Free Software Guidelines) par le projet Debian qui distribue donc Sparse dans sa branche non free.
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