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J’avais présenté, il y a quelque temps, trois utilitaires écrits en Rust pour remplacer grep, ls et find (à savoir ripgrep, exa et fd). Cette dépêche est l’occasion de présenter trois nouveaux utilitaires également écrits en Rust : delta, dust et watchexec.


delta


delta permet de mettre de la coloration syntaxique dans les diffs, et notamment ceux produits par Git. Il affiche avec un fond vert ce qui a été ajouté et avec un fond rouge ce qui a été supprimé, mais il met également en couleur les mots‑clés, opérateurs et structures propres à chaque langage de programmation. La coloration syntaxique provient de bat, et comme celui‑ci, il offre différents thèmes pour s’adapter aux goûts de chacun.


[image: Capture d’écran de delta]

Dust


Dust s’inspire de l’utilitaire du. Il apporte du confort quand on veut trouver quels répertoires prennent de la place, grâce à quelques astuces :



	il fait automatiquement le tri, pas besoin de recourir à sort ;

	il va également afficher les gros sous‑répertoires, pas seulement les répertoires de premier niveau ;

	son affichage graphique permet de mieux voir où l’espace est pris.




[image: Capture d’écran de Dust]

watchexec


watchexec permet de lancer des commandes dès qu’un fichier est modifié. C’est pratique pour relancer des tests, une compilation ou un serveur pour un développeur. Il s’appuie sur inotify sous GNU/Linux et ses équivalents pour macOS et Windows. Voici quelques exemples d’invocation :



	
watchexec make permet de lancer la commande make dès qu’un fichier est ajouté ou modifié dans le répertoire courant ;

	
watchexec -w src -w spec rspec permet de lancer des tests avec rspec dès qu’un fichier présent dans src ou dans spec est modifié ;

	
watchexec -e py -r python server.py permet de lancer ou relancer un serveur Python dès qu’un fichier avec l’extension .py est modifié.
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jedi/evaluate/names.py

class AbstractNameDefinition(object):

28
return {self}

@abstractmethod

def get_qualified_names(self):

def get_qualified_names(self, include_module_names=False):
raise NotImplementedError

def get_root_context(self):

class AbstractTreeName(AbstractNameDefinition):

53
self.parent_context = parent_context
self.tree_name = tree_name

def get_qualified_names(self):
def get_qualified_names(self, include_module_names=False):
import_node = search_ancestor(self.tree_name, 'import_name', 'import_from')
if import_node is not None:
return tuple(n.value for n in import_node.get_path_for_name(self.tree_name))

parent_names = self.parent_context.get_qualified_names()
if parent_names is None:
return None
return parent_names + [self.tree_name.value]
parent_names += (self.tree_name.value,)
f include_module_names:
module_names = self.get_root_context().string_names
if module_names is None:
return None
return module_names + parent_names
return parent_names

=t

def goto(self):
return self.parent_context.evaluator.goto(self.parent_context, self.tree_name)
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